***WEEK 2***

***3. Mockito Hands-On Exercises***

**Exercise 1: Mocking and Stubbing**

**MyService.java**

package com.example;

public class MyService {

private ExternalApi externalApi;

public MyService(ExternalApi externalApi) {

this.externalApi = externalApi;

}

public String fetchData() {

return externalApi.getData();

}

}

**MyServiceTest.java**

package com.example;

import static org.mockito.Mockito.\*;

import static org.junit.jupiter.api.Assertions.\*;

import org.junit.jupiter.api.Test;

import org.mockito.Mockito;

public class MyServiceTest {

*@Test*

public void testExternalApi() {

// 1. Create mock object

ExternalApi mockApi = Mockito.*mock*(ExternalApi.class);

// 2. Stub the method

*when*(mockApi.getData()).thenReturn("Mock Data");

// 3. Inject mock into service

MyService service = new MyService(mockApi);

// 4. Call method and assert

String result = service.fetchData();

*assertEquals*("Mock Data", result);

}

}

**ExternalApi.java**

package com.example;

public interface ExternalApi {

String getData();

}

**OUTPUT**
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**Exercise 2: Verifying Interactions**

**ExternalApi.java**

package com.example;

public interface ExternalApi {

String getData();

}

**MyService.java**

package com.example;

public class MyService {

private ExternalApi externalApi;

public MyService(ExternalApi externalApi) {

this.externalApi = externalApi;

}

public String fetchData() {

return externalApi.getData();

}

}

**InteractionTest.java**

package com.example;

import static org.mockito.Mockito.\*;

import org.junit.jupiter.api.Test;

import org.mockito.Mockito;

public class InteractionTest {

*@Test*

public void testVerifyInteraction() {

ExternalApi mockApi = Mockito.*mock*(ExternalApi.class);

MyService service = new MyService(mockApi);

// Act

service.fetchData();

// Assert

*verify*(mockApi).getData(); // verifies that getData() was called once

}

}
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**Exercise 3: Argument Matching**

**ExternalApi.java**

package com.example;

public interface ExternalApi {

String getData();

void sendMessage(String recipient, String message); // <-- new method

}

**MyService.java**

package com.example;

public class MyService {

private ExternalApi externalApi;

public MyService(ExternalApi externalApi) {

this.externalApi = externalApi;

}

public String fetchData() {

return externalApi.getData();

}

public void sendGreeting(String name) {

externalApi.sendMessage(name, "Hello!");

}

}

**ArgumentMatchingTest.java**

package com.example;

import static org.mockito.Mockito.\*;

import static org.mockito.ArgumentMatchers.\*;

import org.junit.jupiter.api.Test;

import org.mockito.Mockito;

public class ArgumentMatchingTest {

*@Test*

public void testArgumentMatching() {

// 1. Create mock

ExternalApi mockApi = Mockito.*mock*(ExternalApi.class);

// 2. Create service with mock

MyService service = new MyService(mockApi);

// 3. Call method with specific arguments

service.sendGreeting("Indhumathi");

// 4. Verify the arguments

*verify*(mockApi).sendMessage(*eq*("Indhumathi"), *eq*("Hello!"));

}

}

**OUTPUT**
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**Exercise 4: Handling Void Methods**

**ExternalApi.java**

package com.example;

public interface ExternalApi {

String getData();

void sendMessage(String recipient, String message);

void logMessage(String message); // <--- New void method

}

**MyService.java**

package com.example;

public class MyService {

private ExternalApi externalApi;

public MyService(ExternalApi externalApi) {

this.externalApi = externalApi;

}

public String fetchData() {

return externalApi.getData();

}

public void sendGreeting(String name) {

externalApi.sendMessage(name, "Hello!");

}

public void processLog(String msg) {

externalApi.logMessage(msg); // <--- calls the void method

}

}

**VoidMethodTest.java**

package com.example;

import static org.mockito.Mockito.\*;

import org.junit.jupiter.api.Test;

import org.mockito.Mockito;

public class VoidMethodTest {

*@Test*

public void testVoidMethod() {

// 1. Create mock

ExternalApi mockApi = Mockito.*mock*(ExternalApi.class);

// 2. Stub the void method (optional unless exception needed)

// doNothing().when(mockApi).logMessage(anyString()); // optional

// 3. Inject mock and call method

MyService service = new MyService(mockApi);

service.processLog("Void method called");

// 4. Verify interaction

*verify*(mockApi).logMessage("Void method called");

}

}

**OUTPUT**
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**Exercise 5: Mocking and Stubbing with Multiple Returns**

**ExternalApi.java**

package com.example;

public interface ExternalApi {

String getData();

void sendMessage(String recipient, String message);

void logMessage(String message);

}

**MyService.java**

package com.example;

public class MyService {

private ExternalApi externalApi;

public MyService(ExternalApi externalApi) {

this.externalApi = externalApi;

}

public String[] fetchMultipleData() {

return new String[] {

externalApi.getData(),

externalApi.getData(),

externalApi.getData()

};

}

}

**MultipleReturnsTest.java**

package com.example;

import static org.mockito.Mockito.\*;

import static org.junit.jupiter.api.Assertions.\*;

import org.junit.jupiter.api.Test;

import org.mockito.Mockito;

public class MultipleReturnsTest {

*@Test*

public void testMultipleReturns() {

// 1. Create mock

ExternalApi mockApi = Mockito.*mock*(ExternalApi.class);

// 2. Stub getData() with multiple return values

*when*(mockApi.getData())

.thenReturn("First")

.thenReturn("Second")

.thenReturn("Third");

// 3. Inject mock into service

MyService service = new MyService(mockApi);

// 4. Call method and assert results

String[] results = service.fetchMultipleData();

*assertEquals*("First", results[0]);

*assertEquals*("Second", results[1]);

*assertEquals*("Third", results[2]);

}

}

**OUTPUT**

**![](data:image/png;base64,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)**

**Exercise 6: Verifying Interaction Order**

**ExternalApi.java**

package com.example;

public interface ExternalApi {

void connect();

void sendMessage(String recipient, String message);

void disconnect();

String getData();

void logMessage(String message);

}

**MyService.java**

package com.example;

public class MyService {

private ExternalApi externalApi;

public MyService(ExternalApi externalApi) {

this.externalApi = externalApi;

}

public void performOperation() {

externalApi.connect();

externalApi.sendMessage("Indhumathi", "Hello!");

externalApi.disconnect();

}

}

**InteractionOrderTest.java**

package com.example;

import static org.mockito.Mockito.\*;

import org.junit.jupiter.api.Test;

import org.mockito.InOrder;

public class InteractionOrderTest {

*@Test*

public void testInteractionOrder() {

// 1. Create mock

ExternalApi mockApi = *mock*(ExternalApi.class);

// 2. Inject into service

MyService service = new MyService(mockApi);

// 3. Perform the operation

service.performOperation();

// 4. Create InOrder verifier

InOrder inOrder = *inOrder*(mockApi);

// 5. Verify call order

inOrder.verify(mockApi).connect();

inOrder.verify(mockApi).sendMessage("Indhumathi", "Hello!");

inOrder.verify(mockApi).disconnect();

}

}

**OUTPUT**
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**Exercise 7: Handling Void Methods with Exceptions**

**ExternalApi.java**

package com.example;

public interface ExternalApi {

void logMessage(String message);

}

**MyService.java**

package com.example;

public class MyService {

private ExternalApi externalApi;

public MyService(ExternalApi externalApi) {

this.externalApi = externalApi;

}

public void safeLog(String message) {

try {

externalApi.logMessage(message);

} catch (RuntimeException e) {

System.***out***.println("Logging failed: " + e.getMessage());

}

}

}

**VoidException.java**

package com.example;

import static org.mockito.Mockito.\*;

import org.junit.jupiter.api.Test;

import org.mockito.Mockito;

public class VoidExceptionTest {

*@Test*

public void testVoidMethodThrowsException() {

// Create mock

ExternalApi mockApi = Mockito.*mock*(ExternalApi.class);

// Stub the void method to throw exception

*doThrow*(new RuntimeException("Simulated failure"))

.when(mockApi).logMessage("Important log");

// Create service and call the method

MyService service = new MyService(mockApi);

service.safeLog("Important log");

// Verify interaction

*verify*(mockApi).logMessage("Important log");

}

}

**OUTPUT**
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